# **OS Module in Python**

The OS module in Python provides functions for interacting with the operating system. OS comes under Python’s standard utility modules. This module provides a portable way of using operating system-dependent functionality. The \*os\* and \*os.path\* modules include many functions to interact with the file system.

## **Handling the Current Working Directory**

Consider the Current **Working Directory(CWD)** as a folder, where the Python is operating. Whenever the files are called only by their name, Python assumes that it starts in the CWD which means that name-only reference will be successful only if the file is in Python's CWD.

**Note:** The folder where the Python script is running is known as the Current Directory. This is not the path where the Python script is located.

To get the location of the current working directory os.getcwd() is used.

**Example:**

| # Python program to explain os.getcwd() method    # importing os module  import os    # Get the current working  # directory (CWD)  cwd = os.getcwd()    # Print the current working  # directory (CWD)  print("Current working directory:", cwd) |
| --- |

**Output:**

Current working directory: /home/nikhil/Desktop/gfg

To change the current working directory(CWD) os.chdir() method is used. This method changes the CWD to a specified path. It only takes a single argument as a new directory path.

**Note:** The current working directory is the folder in which the Python script is operating.

**Example:**

| # Python program to change the  # current working directory      import os    # Function to Get the current  # working directory  def current\_path():  print("Current working directory before")  print(os.getcwd())  print()      # Driver's code  # Printing CWD before  current\_path()    # Changing the CWD  os.chdir('../')    # Printing CWD after  current\_path() |
| --- |

**Output:**

Current working directory before

C:\Users\Nikhil Aggarwal\Desktop\gfg

Current working directory after

C:\Users\Nikhil Aggarwal\Desktop

## **Creating a Directory**

There are different methods available in the OS module for creating a director. These are –

* os.mkdir()
* os.makedirs()

### **Using os.mkdir()**

os.mkdir() method in Python is used to create a directory named path with the specified numeric mode. This method raises FileExistsError if the directory to be created already exists.

**Example:**

| # Python program to explain os.mkdir() method    # importing os module  import os    # Directory  directory = "GeeksforGeeks"    # Parent Directory path  parent\_dir = "D:/Pycharm projects/"    # Path  path = os.path.join(parent\_dir, directory)    # Create the directory  # 'GeeksForGeeks' in  # '/home / User / Documents'  os.mkdir(path)  print("Directory '% s' created" % directory)    # Directory  directory = "Geeks"    # Parent Directory path  parent\_dir = "D:/Pycharm projects"    # mode  mode = 0o666    # Path  path = os.path.join(parent\_dir, directory)    # Create the directory  # 'GeeksForGeeks' in  # '/home / User / Documents'  # with mode 0o666  os.mkdir(path, mode)  print("Directory '% s' created" % directory) |
| --- |

**Output:**

Directory 'GeeksforGeeks' created

Directory 'Geeks' created

### **Using os.makedirs()**

os.makedirs() method in Python is used to create a directory recursively. That means while making leaf directory if any intermediate-level directory is missing, os.makedirs() method will create them all.

**Example:**

| # Python program to explain os.makedirs() method    # importing os module  import os    # Leaf directory  directory = "Nikhil"    # Parent Directories  parent\_dir = "D:/Pycharm projects/GeeksForGeeks/Authors"    # Path  path = os.path.join(parent\_dir, directory)    # Create the directory  # 'Nikhil'  os.makedirs(path)  print("Directory '% s' created" % directory)    # Directory 'GeeksForGeeks' and 'Authors' will  # be created too  # if it does not exists        # Leaf directory  directory = "c"    # Parent Directories  parent\_dir = "D:/Pycharm projects/GeeksforGeeks/a/b"    # mode  mode = 0o666    path = os.path.join(parent\_dir, directory)    # Create the directory 'c'    os.makedirs(path, mode)  print("Directory '% s' created" % directory)      # 'GeeksForGeeks', 'a', and 'b'  # will also be created if  # it does not exists    # If any of the intermediate level  # directory is missing  # os.makedirs() method will  # create them    # os.makedirs() method can be  # used to create a directory tree |
| --- |

**Output:**

Directory 'Nikhil' created

Directory 'c' created

## **Listing out Files and Directories with Python**

**os.listdir()** method in Python is used to get the list of all files and directories in the specified directory. If we don’t specify any directory, then the list of files and directories in the current working directory will be returned.

**Example:**

* Python3

| # Python program to explain os.listdir() method    # importing os module  import os    # Get the list of all files and directories  # in the root directory  path = "/"  dir\_list = os.listdir(path)    print("Files and directories in '", path, "' :")    # print the list  print(dir\_list) |
| --- |

**Output:**

Files and directories in ' / ' :

['sys', 'run', 'tmp', 'boot', 'mnt', 'dev', 'proc', 'var', 'bin', 'lib64', 'usr',

'lib', 'srv', 'home', 'etc', 'opt', 'sbin', 'media']

## **Deleting Directory or Files using Python**

The OS module proves different methods for removing directories and files in Python. These are –

* Using os.remove()
* Using os.rmdir()

### **Using os.remove()**

os.remove() method in Python is used to remove or delete a file path. This method can not remove or delete a directory. If the specified path is a directory then OSError will be raised by the method.

**Example:** Suppose the file contained in the folder are:
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| # Python program to explain os.remove() method    # importing os module  import os    # File name  file = 'file1.txt'    # File location  location = "D:/Pycharm projects/GeeksforGeeks/Authors/Nikhil/"    # Path  path = os.path.join(location, file)    # Remove the file  # 'file.txt'  os.remove(path)  e) |
| --- |

**Output:**
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### **Using os.rmdir()**

os.rmdir() method in Python is used to remove or delete an empty directory. OSError will be raised if the specified path is not an empty directory.

**Example:** Suppose the directories are
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| # Python program to explain os.rmdir() method    # importing os module  import os    # Directory name  directory = "Geeks"    # Parent Directory  parent = "D:/Pycharm projects/"    # Path  path = os.path.join(parent, directory)    # Remove the Directory  # "Geeks"  os.rmdir(path) |
| --- |

**Output:**

**![](data:image/png;base64,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)**

## **Commonly Used Functions**

**1. os.name:** This function gives the name of the operating system dependent module imported. The following names have currently been registered: ‘posix’, ‘nt’, ‘os2’, ‘ce’, ‘java’ and ‘riscos’.

| import os    print(os.name) |
| --- |

**Output:**

posix

**Note:** It may give different output on different interpreters, such as ‘posix’ when you run the code here.

**2. os.error:** All functions in this module raise OSError in the case of invalid or inaccessible file names and paths, or other arguments that have the correct type, but are not accepted by the operating system. os.error is an alias for built-in OSError exception.

| import os      try:  # If the file does not exist,  # then it would throw an IOError  filename = 'GFG.txt'  f = open(filename, 'rU')  text = f.read()  f.close()    # Control jumps directly to here if  # any of the above lines throws IOError.  except IOError:    # print(os.error) will <class 'OSError'>  print('Problem reading: ' + filename)    # In any case, the code then continues with  # the line after the try/except |
| --- |

**Output:**

Problem reading: GFG.txt

**3. os.popen():** This method opens a pipe to or from command. The return value can be read or written depending on whether the mode is ‘r’ or ‘w’.

**Syntax:**

os.popen(command[, mode[, bufsize]])

Parameters mode & bufsize are not necessary parameters, if not provided, default ‘r’ is taken for mode.

| import os  fd = "GFG.txt"    # popen() is similar to open()  file = open(fd, 'w')  file.write("Hello")  file.close()  file = open(fd, 'r')  text = file.read()  print(text)    # popen() provides a pipe/gateway and accesses the file directly  file = os.popen(fd, 'w')  file.write("Hello")  # File not closed, shown in next function. |
| --- |

**Output:**

Hello

**Note:** Output for popen() will not be shown, there would be direct changes into the file.

**4. os.close():** Close file descriptor fd. A file opened using open(), can be closed by close()only. But files opened through os.popen(), can be closed with close() or os.close(). If we try closing a file opened with open(), using os.close(), Python would throw TypeError.

| import os      fd = "GFG.txt"  file = open(fd, 'r')  text = file.read()  print(text)  os.close(file) |
| --- |

**Output:**

Traceback (most recent call last):

File "C:\Users\GFG\Desktop\GeeksForGeeksOSFile.py", line 6, in

os.close(file)

TypeError: an integer is required (got type \_io.TextIOWrapper)

**Note:** The same error may not be thrown, due to the non-existent file or permission privilege.

**5. os.rename():** A file old.txt can be renamed to new.txt, using the function os.rename(). The name of the file changes only if the file exists and the user has sufficient privilege permission to change the file.

| import os      fd = "GFG.txt"  os.rename(fd,'New.txt')  os.rename(fd,'New.txt') |
| --- |

**Output:**

Traceback (most recent call last):

File "C:\Users\GFG\Desktop\ModuleOS\GeeksForGeeksOSFile.py", line 3, in

os.rename(fd,'New.txt')

FileNotFoundError: [WinError 2] The system cannot find the

file specified: 'GFG.txt' -> 'New.txt'

**Understanding the Output:** A file name “GFG.txt” exists, thus when os.rename() is used the first time, the file gets renamed. Upon calling the function os.rename() second time, file “New.txt” exists and not “GFG.txt”

Thus Python throws FileNotFoundError.

**6. os.remove():** Using the Os module we can remove a file in our system using the remove() method. To remove a file we need to pass the name of the file as a parameter.

| import os #importing os module.    os.remove("file\_name.txt") #removing the file. |
| --- |

The OS module provides us a layer of abstraction between us and the operating system. When we are working with an os module, we always specify the absolute path depending upon the operating system the code can run on any os but we need to change the path exactly. If you try to remove a file that does not exist you will get **FileNotFoudError**.

**7. os.path.exists():** This method will check whether a file exists or not by passing the name of the file as a parameter. The OS module has a sub-module named PATH by which we can perform many more functions.

| import os  #importing os module    result = os.path.exists("file\_name") #giving the name of the file as a parameter.    print(result) |
| --- |

**Output**

False

As in the above code, if the file does not exist it will give output False. If the file exists it will give us output True.

**8. os.path.getsize():** In this method, python will give us the size of the file in bytes. To use this method we need to pass the name of the file as a parameter.

| import os #importing os module    size = os.path.getsize("filename")    print("Size of the file is", size," bytes.") |
| --- |

**Output:**

Size of the file is 192 bytes.

# **os.rename() method**

**The OS module** in Python provides functions for interacting with the operating system. OS comes under Python’s standard utility modules. This module provides a portable way of using operating system dependent functionality.

***os.rename()*** method in Python is used to rename a file or directory.

This method renames a source file/ directory to specified destination file/directory.

***Syntax:*** *os.rename(source, destination, \*, src\_dir\_fd = None, dst\_dir\_fd = None)*

***Parameters:***

***source:*** *A path-like object representing the file system path. This is the source file path which is to be renamed.*

***destination:*** *A path-like object representing the file system path.*

***src\_dir\_fd*** *(optional): A file descriptor referring to a directory.*

***dst\_dir\_fd*** *(optional): A file descriptor referring to a directory.*

***Return Type:*** *This method does not return any value.*

**Code #1:** Use of ***os.rename()*** method

| # Python program to explain os.rename() method    # importing os module  import os      # Source file path  source = 'GeeksforGeeks/file.txt'    # destination file path  dest = 'GeekforGeeks/newfile.txt'      # Now rename the source path  # to destination path  # using os.rename() method  os.rename(source, dest)  print("Source path renamed to destination path successfully.") |
| --- |

**Output:**

Source path renamed to destination path successfully.

**Code #2:** Handling possible errors

| # Python program to explain os.rename() method    # importing os module  import os      # Source file path  source = './GeeksforGeeks/file.txt'    # destination file path  dest = './GeeksforGeeks/dir'      # try renaming the source path  # to destination path  # using os.rename() method    try :  os.rename(source, dest)  print("Source path renamed to destination path successfully.")    # If Source is a file  # but destination is a directory  except IsADirectoryError:  print("Source is a file but destination is a directory.")    # If source is a directory  # but destination is a file  except NotADirectoryError:  print("Source is a directory but destination is a file.")    # For permission related errors  except PermissionError:  print("Operation not permitted.")    # For other errors  except OSError as error:  print(error) |
| --- |

**Output:**

Source is a file but destination is a directory.

-----------------X-----------------------X------------------X

**Mass renaming -**
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